ANGULAR

Build Angular applications with components.

Components define areas of responsibility in the UI that let you reuse sets of UI functionality.

A component class 🡺 Handles data and functionality

An HTML template 🡺 Determines the UI

Component-specific styles 🡺 Define the look and feel

ng new prjname –no-strict

no routing & css

examples

npm install --save bootstrap@4

angular.json 🡺 architect -> styles -> "node\_modules/bootstrap/dist/css/bootstrap.min.css"

===============================

**COMPONENTS**

App component 🡺 binds together everything 🡺 root / starting point

New project 🡺 server details display

new folder under app 🡺 server

create new **server** component 🡺 gets registered in app module

overwrite app component.html

<h2> App Component</h2>

<hr>

<app-server></app-server>

create new **servers** component 🡺 gets registered in app module

change the server app component.html

<h2> App Component</h2>

<hr>

<app-servers></app-servers>

change the server app component.html

<p>servers works!</p>

<app-server></app-server>

<app-server></app-server>

<app-server></app-server>

<app-server></app-server>

using bootstrap in designs 🡺 change app comp.html

<div class="container">

<div class="row">

<div class="col-xs-12">

<app-servers></app-servers>

</div>

</div>

</div>

SELECTING A COMPONENT

By TAG

By ATTRIBUTE []

By CLASS .

By id or any other option won’t work

Assignment

**DATA BINDING**
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**ADDING BL & DISPLAYING IN UI / VIEW 🡺 STRING INTERPOLATION {{ }}**

Server comp class

serverId:number = 1001; serverStatus:string = 'Offline';

getServerId()

{

return this.serverId;

}

getServerStatus()

{

return this.serverStatus;

}

Server comp html

<p>{{ 'server with number'}} {{ serverId }} is currently {{ serverStatus }} </p>

<p>{{ 'server with number'}} {{ getServerId() }} is currently {{ getServerStatus() }} </p>

**ADDING BL AND DISPLAYING IN UI / VIEW 🡺 PROPERTY BINDING [ ]**

Servers html

<button class="btn btn-primary" disabled> Add New Server</button>

Servers comp class

addNewServer:boolean = false;

constructor()

{

setTimeout(() => {

this.addNewServer = true;

}, 5000);

}

Servers html

<button class="btn btn-primary" [disabled] = "!addNewServer"> Add New Server</button>

<p> {{ addNewServer }} with string interpolation </p>

<p [innerText]="addNewServer" > with property binding</p>

Serving will enable the button after 5 seconds

**REACT TO USER EVENTS FROM UI 🡺 EVENT BINDING ( )**

Servers comp class

serverCreated : string = "Not yet";

new method

onServerCreation()

{

this.serverCreated = "Created";

}

Servers html

<button class="btn btn-primary" [disabled] = "!addNewServer" click)="onServerCreation()">

Add New Server</button>

<p> {{ serverCreated }} </p>

**EVENT MODULE IN EVENT BINDING**

Servers html

<label>Server Name : </label>

<input type="text" class="form-control" (input)="onServerNameEntry($event)"> <br> <br>

<p> {{ serverName }} </p>

Servers comp

serverName : string = '';

onServerNameEntry(event:Event)

{

//console.log(event);

this.serverName = (<HTMLInputElement>event.target).value;

}

**Two-Way-Binding 🡺 Combine property and event binding**

Add the FormsModule to the imports[] array in the AppModule.

Add the import from @angular/forms in the app.module.ts file:

import { FormsModule } from '@angular/forms';

FormsModule in import section

[( ngModel )]

<input type="text" [(ngModel)]="serverName" > <br> <br>

**DIRECTIVES**

Directives are classes that add additional behaviour to elements in Angular applications. Define custom directives to attach custom behaviour to elements in the DOM.

To Display the server created or not status message

Servers html

<p \*ngIf="serverCreated=='Created'"> {{ serverCreated }} </p>

**STRUCTURAL DIRECTIVE** TO CHANGE DOM DYNAMICALLY 🡺 \*

1. Ngif with else 🡺 uses ng-template

<p \*ngIf="serverCreated=='Created'; else beforeServer"> {{ serverCreated }} </p>

<p> {{ serverName }} </p>

<ng-template #beforeServer>

<p>{{ serverCreated }}</p>

</ng-template>

1. ngFor 🡺 Dynamically change component lists thro loop

servers comp

serversList = ['S1', 'S2'];

onServerCreation()

{

this.serverCreated = "Created";

*this.serversList.push(this.serverName);*

}

Servers html

<app-server \*ngFor="let server of serversList"></app-server>

Accessing index position in ngFor

Server comp

serverNumbers = [101, 102, 103];

Server html

<div \*ngFor="let num of serverNumbers; let i = index"

[ngStyle]="{backgroundColor : i == 0 ? 'lightblue' :''}" >

<p > server with {{ num }} {{ getServerId() }} is currently {{ getServerStatus() }} </p>

</div>

1. ngSwitch

<container\_element [ngSwitch]="switch\_expression">

<inner\_element \*ngSwitchCase="match\_expresson\_1">...</inner\_element>

<inner\_element \*ngSwitchCase="match\_expresson\_2">...</inner\_element>

<inner\_element \*ngSwitchCase="match\_expresson\_3">...</inner\_element>

<inner\_element \*ngSwitchDefault>...</element>

</container\_element>

**ATTRIBUTE DIRECTIVES CHANGE THE ELEMENT WHERE THEY ARE USED 🡺 [ ]**

1. ngStyle can be changed into an attribute 🡺 [ngStyle]

server comp

constructor()

{

this.serverStatus = Math.random() > 0.5 ? 'Online' : 'Offline';

}

server html

<p [ngStyle]="{'background-color' :'red'}" >server with number {{ getServerId() }} is currently {{ getServerStatus() }} </p>

server comp

getColor()

{

return this.serverStatus == 'Online' ? 'green' : 'red';

}

server html

<p [ngStyle]="{'background-color' :getColor()}" >server with number {{ getServerId() }} is currently {{ getServerStatus() }} </p>

OR

<p [ngStyle]="{backgroundColor :getColor()}" >server with number {{ getServerId() }} is currently {{ getServerStatus() }} </p>

1. ngClass 🡺 dynamically adds or removes CSS classes to HTML elements checked in elements of Dev tools

server css

.online

{

color: white;

}

Server html

<p [ngStyle]="{'background-color' :getColor()}"

[ngClass]="{ online : serverStatus =='Online' }" >

server with number {{ getServerId() }} is currently {{ getServerStatus() }} </p>

PIPES

Pipes are used to transform data on a template, without writing a boilerplate code in a component.

To transform data, we write the code in the component, For example, we want to transform any date into a format like '16 Apr 2018' or '16-04-2018', We need to write separate code in the component.

So instead of writing separate boilerplate code, we can use the built-in pipe called DatePipe which will take input and transform it into the desired date format.

{{today **|** date : ‘fullDate’}}

today is the component variable, which specifies the current date.

date represent DataPipe

fullDate is an optional parameter or argument which specifies the date format.

O/P Monday, April 16, 2018

**Built-In Pipes**

Angular comes with a collection of built-in pipes such as DatePipe, UpperCasePipe, LowerCasePipe, CurrencyPipe, DecimalPipe, and PercentPipe.

**Angular Forms**

The data entry forms can be very simple to very complex. It can contain large no of input fields, Spanning multiple tabs. Forms may also contain complex validation logic interdependent on multiple fields.

Some things forms are expected to do

* Initialize the forms fields and present it to the user
* Capture the data from the user
* Track changes made to the fields
* Validate the inputs
* Display helpful errors to the user

![Building Blocks of Angular 2 Forms](data:image/png;base64,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)

FormControl

A FormControl represents a single input field in an Angular form. The FormControl is just a class.

First Name : <input type="text" name="firstname" />

FormControl 🡺 object 🡺 encapsulates all information related to the single input element. It Tracks the value and validation status of each of these control

A FormControl object is created for each form field. Refer 🡺 component class and inspect its properties and methods (valid/invalid, pristine/dirty, touched/untouched ) etc & add validation rules to it.

let firstname= new FormControl(); //Creating a FormControl in a Reactive forms

firstname.value //Returns the value of the first name field

firstname.errors // returns the list of errors

firstname.dirty // true if the value has changed (dirty)

firstname.touched // true if input field is touched

firstname.valid // true if the input value has passed all the validation

FormGroup

FormGroup 🡺 collection of FormControls .

Each FormControl 🡺 property in a FormGroup. with the control name 🡺 key.

Often forms have more than one field. Simple way to manage the Form controls together.

address

city : <input type="text" name="city" >

Street : <input type="text" name="street" >

PinCode : <input type="text" name="pincode" >

FormGroup 🡺 wrapper interface around a collection of FormControls.

FormGroup tracks the status of each child FormControl and aggregates the values into one object. with each control name as the key

let address= new FormGroup (

{

street : new FormControl(""),

city : new FormControl(""),

pinCode : new FormControl("")

}

)

address 🡺 FormGroup, consisting of 3 Form Controls 🡺 single value of FG 🡺 address.value

Return value

address {

street :"",

city:"",

Pincode:""

}

can access child control as

address.get("street")

address.errors // returns the list of errors

address.dirty // true if the value of one of the child control has changed (dirty)

address.touched // true if one of the child control is touched

address.valid // true if all the child controls passed the validation

The Angular form is itself a FormGroup

FormArray

FormArray 🡺 array of form controls.

Difference.

FormGroup 🡺 each FormControl is a property with the control name as the key.

FormArray 🡺 array of form controls.

cities : new FormArray

(

[

new FormControl('Mumbai'),

new FormControl('Delhi')

]

);

cities() : FormArray {

return this.contactForm.get("cities") as FormArray

}

cities.errors // returns the list of errors

cities.dirty // true if the value of one of the child control has changed (dirty)

cities.touched // true if one of the child control is touched

cities.valid // true if all the child controls passed the validation

**Template-driven form & Model-driven forms(Reactive)**

Template Driven Forms 🡺 specify behaviours/validations using directives and attributes in our template. All things happen in Templates hence very little code is required in the component class. This is different from the reactive forms, where we define the logic and controls in the component class.

The Template-driven forms

The form is set up using ngForm directive

controls are set up using the ngModel directive

ngModel also provides the two-way data binding

The Validations are configured in the template via directives

import { FormsModule } from '@angular/forms';

add html code and class in component

ngForm

Form 🡺 form elements 🡺 angular automatically converts it into a Template-driven form. This is done by the ngForm directive. 🡺 Angular adds it automatically

Include FormsModule 🡺Angular 🡺look out for any <form> tag 🡺HTML template 🡺 ngForm directive 🡺 automatically detects the <form> tag and automatically binds to it.

Binds itself to the <Form> directive, Creates a top-level FormGroup instance,

CreatesFormControl instance for each of child control, which has ngModel directive.